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Facultad de Ciencias. Edificio de Matemáticas.
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1 Introduction

In this paper we are going to present the status of an ongoing research about the relation-
ships between a particular architecture [5] that tackles with a concrete problem related to
database technology –the problem of database evolution- and the Model-Driven Architec-
ture (MDA [14]).

The requirements of a database do not remain constant during its life time and therefore
the database has to evolve in order to fulfil the new requirements. Since database evolution
activities consume a large amount of resources [13] they are considered of great practical
importance and, as a consequence, much research has been focused on analyzing ways
of facilitating this task [2,16]. In particular, among the several problems that are related
to evolution activities (see [11]), one of the most important is that of ‘forward database
maintenance problem’ (or ‘redesign problem’, according to [16]). This problem faces how
to reflect in the logical and extensional schemata the changes that have occurred in the
conceptual schema of a database. As a contribution towards achieving a satisfactory so-
lution to this problem (that has not been found yet, despite a lot of efforts by different
researchers [16,13]), some of the authors of the present paper have presented in [5] an
architecture for managing database evolution.

On the other hand, the MDA is an initiative led by the Object Management Group (OMG)
that embodies “the expanded vision necessary to support interoperability with specifica-
tions that address integration through the entire systems life cycle: from business mod-
eling to system design [...] and evolution”[14]. Therefore, although MDA deals mainly
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with software development and less with data modeling issues, it is implied explicitly
in evolution tasks. We have found out that several key features of MDA are shared by
our above-mentioned architecture for managing database evolution. Firstly, the notion of
mapping, used in MDA in order to transform Platform Independent Models (PIMs) into
Platform Specific Models (PSMs) –and backwards-, is also a central point when dealing
with database modeling and evolution. Secondly, both approaches made an intensive use
of metamodels in order to represent ‘modeling knowledge’.

In this paper we make a proposal of how to get both worlds (database evolution and MDA)
closer. The main aim of the work is to investigate how to take advantage of the advances
in the MDA field (in particular the development of MDA-based tools) in order to use
them in a databases evolution context. The remainder of the paper is organized as follows.
Section 2 explains our view of the relationships between database engineering and MDA,
presenting in Section 3 the specific relationships between MDA and our architecture for
managing database evolution. Finally, some conclusions are outlined in Section 4.

2 Database Engineering and MDA

Several recent papers have already addressed some similarities between database tech-
nology and MDA concepts (see [15,10]). However it is far from being clear how should
database engineering concepts be reinterpreted in terms of MDA.

Traditionally, in the databases field, the term ‘conceptual schema’ refers to a model that
captures the user’s information requirements, for example by means of an Entity/ Rela-
tionship (ER) Model. Following the ANSI-SPARC Architecture [3], a conceptual schema is
independent of any physical implementation (and of any Database Management System,
DBMS). Moreover, a conceptual schema is independent of any computational aspects.
Because of that, we think that the ‘conceptual schema’ idea corresponds with the MDA
‘Business Model’ concept. Unfortunately, the MDA Specification Document leaves out
Business Models quickly, and focuses its attention on PIMs and PSMs, so much so that
Business Models are omitted from the MDA Metamodel Description (page 12 of [14]). We
advocate for making use of the footnote on page 7 of this Document, where it is said that
“while [Business Model] need not be explicitly present in a particular usage of the MDA
Scheme, MDA accommodates it consistently in the same overall architecture”.

The next step in a database development process is to obtain, starting from the conceptual
schema, a ‘logical schema’ that is described using the (Object-) Relational Model. The
logical schema is closer to computational aspects, but it is not dependent on any particular
DBMS. Therefore, a logical schema can be seen as a Platform Independent Model from the
point of view of MDA. This idea is strengthened by analyzing one of the core specifications
of the MDA, the Common Warehouse Metamodel (CWM [4]). This specification includes a
metamodel for Relational data resources, that is based in the SQL Standard [12]. However,
as it has been proven in the literature [18,17], each particular DBMS implements its specific
version of SQL, in such a way that a (object-) relational schema that it is assumed to
be in accordance with the standard, can be not valid for a particular DBMS. This is
the main reason because we think that a description of a ‘logical schema’ based on the
(object-) relational approach and/or the standard SQL should be considered as a ‘Platform
Independent Model’, and that a description of that schema using the particular version
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of SQL of a particular DBMS should be considered as a ‘Platform Specific Model’. These
ideas are strengthened by the functionality of different software tools that are used to
automatize the data modeling process, such as DB-MAIN [11]. A user of this tool can
draw a conceptual (ER) schema, that is automatically translated to a logical (relational)
schema. Then, the tool allows the user to guide the translation process of this logical
schema towards SQL code adapted to a particular platform (DBMS), such as Oracle.

In order to illustrate graphically these ideas, in Figure 1 we show a modification of the
MDA Metamodel Description from the one presented in [14]. There are three basic dif-
ferences between the original description and our proposal. Firstly, Business Models are
explicitly included as a new (meta)class, which leads to include two associations between
‘Business Model’ and ‘PIM’ classes. Secondly, an association class ‘BM-PIM Mapping
Techniques’ is included, in order to represent the translation modeling knowledge from
Business Models (conceptual schemas in the database context) to PIMs (logical schemas).
It seems surprising to us that in the original MDA Metamodel Description there are ex-
plicit association classes to represent ‘PSM Mapping Techniques’ (from PSM to PSM) and
‘PIM Mapping Techniques’ (from PIM to PIM), but there not exists analogous associa-
tion classes to represent ‘PIM to PSM Mapping Techniques’ or ‘PSM to PIM Refactoring
Techniques’. Our proposed inclusion of the class ‘BM-PIM Mapping Techniques’ (that in
our opinion it is essential, at least in the database context), makes us think about the
necessity of other classes (like, for instance, ‘PIM-BM Refactoring Techniques’, useful for
database reverse engineering). Lastly, our metamodel description includes a ‘BM Mapping
Techniques’ association class, which is a key point in a database evolution setting, since,
as we have said before, in the forward database maintenance problem the changes in the
conceptual schema (Business Model) are taken into account to determine changes in the
logical and extensional schemata.

We recognize that this is not the only possible interpretation. There exists some controversy
in the literature about the use of ER schemata as Business Models [9]. As another example,
in [10] a different approach is considered, since ER schemata are identified as PIMs, and
relational schemata are identified as ‘prototypical’ PSMs. Moreover, relational schemata
are used somehow as Business Models in [1]. However we think that all these approaches
are not mutually exclusive, since it is a matter of ‘level of detail’. Different kinds of ER
schemata can be used at different levels of abstraction and with different levels of detail.
In fact, this is likely quite near of the MDA vision, since it defines concepts such as
‘abstraction’, ‘refinement’ and ‘viewpoint’.

3 Database evolution and MDA

In this section we are going to outline the basic characteristics of our proposed architecture
for managing database evolution (for details, see [5]). Afterwards, we are going to show
which are the relationships between this architecture and our interpretation (that has been
described in the previous section) of the database concepts in terms of MDA.

Our proposed architecture for managing database evolution makes use of a structural
artifact that consists of three components: an information schema, an information base
and an information processor. The information schema defines all the knowledge relevant to
the system (and therefore it plays a ‘metamodel’ role), the information base describes the
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Fig. 1. MDA Metamodel Description (modified from [14]) and its relation with database concepts

specific objects perceived in the Universe of Discourse (a ‘model’ role), and the information
processor receives messages reporting the occurrence of events in the environment. In
order to respond to the events received, the information processor can send structural
events towards the information base and/or towards the information schema and can
generate internal events that inform other processors of the changes performed in it. This
structural artifact is used within our architecture giving rise to four structures which are
used to store, respectively, the conceptual modeling knowledge, the translation process,
the logical modeling knowledge and the extension. The corresponding components of each
one of these structures as well as the way in which they are related appear in Figure 2.
The name of each one of these components has been modified in an attempt to capture
the type of knowledge that they store.

There are two main characteristics of this architecture that make it different of other
proposals. On the one hand it includes an explicit translation component that stores
information about the way in which a concrete conceptual database schema is translated
into a logical schema. This component plays an important role in enabling the automatic
propagation of evolution from the conceptual to the extensional schemata. On the other
hand, a meta–modeling approach [6] has been followed for the definition of the architecture.
Within this architecture, three meta–models are considered which capture, respectively,
the conceptual, logical and translation modeling knowledge.

There are several relationships between this architecture and MDA concepts. First of
all, both make a explicit use of metamodels. For example, metamodels are used within
the architecture in order to check the validity of events issued from the environment to
carry out evolution tasks. Second, the translation information is stored explicitly in our
architecture, so that it embeds a certain notion of ‘mapping’. This component is essential in
our database evolution architecture, because when a modification of the conceptual schema
is carried out, a new set of elementary translations is determined without it being necessary
to apply once again the translation algorithm from scratch. Last, the consideration of MDA
concepts have made us to think about the relationship between the logical and extensional
information systems of our architecture. In [5] we said that “the logical database schema
can be seen as the information base of the logical information system or as the information
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Fig. 2. Architecture for Database Evolution

schema of the extensional one. For this reason two different components of our architecture
store the same information”. However, this situation led us to define in our architecture
“some rules, called correspondence rules (in the same sense as in [13]). These rules govern
the correspondence between the elements of each one of the two components”. The MDA
notions suggest that these ‘correspondence rules’ must play a more relevant role, since they
are acting as ‘PIM to PSM Mapping’. We think that this point needs of further research.

Finally, it is necessary to point out that we have developed an implementation of the
architecture that has allowed us to test its functionality. This implementation is based on
the RDBMS Oracle 8i and the Programming Language PL/SQL. In this implementation
we use the DBMS as a kind of ‘MOF Repository’, in a very similar way as described in
Chapter 9 of [8]. In particular, Frankel says in that Chapter that “to a MOF Repository,
transformations rules are just another kind of metadata that it manages according to the
general pattern”, and that “one strategy for producing the code to execute the transfor-
mations is to create a generator that reads a set of M1 [Model Layer] transformation rules
and generates the transformation code that executes the rules on M0 [User-Data Layer]
Data”. This description corresponds quite accurately with the behavior of our current
implementation.

4 Conclusions

In this paper we have shown some ideas of an ongoing research about relating MDA and
a particular architecture for managing database evolution. We think that the database
evolution context can be an interesting and valid application area for MDA, and we have
seen several points where both approaches possibly can benefit from each other:

• The experience accumulated along the years by database researchers and practitioners
in the fields of schemata translation and evolution can be useful to make advances in
the MDA field. For example, the interpretation of our database evolution architecture
in MDA terms has led us to propose an enhancement of the MDA metamodel.

• The other way round, taking the MDA ideas into account in the database context can
give place to introduce new viewpoints on current database approaches. In our case,
the use of the MDA approach has suggested us the need of further research about the
notion of ‘correspondence rules’ within our evolution architecture.

• The database evolution context can take advantage of the advances in the MDA field.
In particular, we see the foreseeable development of MDA-based tools as an opportunity
for database researchers and practitioners.
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